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What	is	a	data	structure?

• Way	to	store	data	and	have	some	method	to	
retrieve	and	manipulate	it

• Lots	of	examples	in	python:
• List,	dict,	tuple,	set,	string
• Array
• Series,	DataFrame

• Some	of	these	are	“built-in”	(meaning	you	can	just	
use	them),	others	are	contained	within	other	
python	packages,	like	numpy and	pandas



Basic	Python	Data	Structures	(built-in)
• List,	dict,	tuple,	set,	string

• Each	of	these	can	be	accessed	in	a	variety	of	ways

• Decision	on	which	to	use?		Depends	on	what	sort	of	
features	you	need	(easy	indexing,	immutability,	etc)
• Mutable	vs	immutable

• Mutable	– can	change
• Immutable	– doesn’t	change x	=	something	#	immutable	type	

print	x	
func(x)	
print	x	#	prints	the	same	thing	

x	=	something	#	mutable	type	
print	x	
func(x)	
print	x	#	might	print	something	different



Basic	Structure:	List

• Very	versatile,	can	have	items	of	different	types,	is	mutable

• To	create:	use	square	brackets	[]	to	contain	comma	
separated	values

• Example:	>>	l	=	[‘a’,	‘b’,	123]
• >>	l
[’a’,	‘b’,	123]

• To	get	values	out:		>>	l[1]							(use	index,	starts	with	0)
>>	b

• We	saw	these	back	in	lab	3



Basic	Structure:	Set

• Set	is	an	unordered	collection	with	no	duplicate	
values,	is	mutable
• Create	using	{}
• Example:	>>	s	=	{1,	2,	3}
• >>	s

set([1,2,3])

• Useful	for	eliminating	duplicate	values	from	a	list,	
doing	operations	like	intersection,	difference,	union	



Basic	Structure:	Tuple

• Tuple	holds	values	separated	by	commas,	are	
immutable
• Create	using	,	or	()	to	create	empty
• Example:	>>	t	=	1,2,3

• >>	t
(1,2,3)

>>	type(t)
type	‘tuple’

• Useful	when	storing	data	that	does	not	change,	when	
needing	to	optimize	performance	of	code	(python	
knows	how	much	memory	needed)



Basic	Structure:	Dict
• Represented	by	key:value pair		

• Keys:	can	by	any	immutable	type	and	unique
• Values:	can	be	any	type	(mutable	or	immutable)

• To	create:	use	curly	braces	{}	or	dict()	and	list	both	key	and	value
• >>> letters = {1: 'a', 2: 'b', 3: 'c', 4: 'd'} 

>>> type(letters) 
<type 'dict'>

• To	access	data	in	dictionary,	call	by	the	key
• >>>	letters[2]

'b'
• Have	useful	methods	like	keys(),values(),iteritems(),itervalues() useful	for	accessing	
dictionary	entries

• Useful	when:
• Need	association	between	key:value pair
• Need	to	quickly	look	up	data	based	on	a	defined	key
• Values	are	modified



Array:	Use	NumPy!

• What	is	an	array?
• “list	of	lists”
• Similar	to	Matlab in	some	ways

• Create	a	2x3	array	
• [	1	2	3;	4	5	6]	:	matlab
• np.array([[1.,2.,3.],[4.,5.,6.]])

• What	is	NumPy?		
• Numerical	Python
• Python	library	very	useful	for	scientific	computing

• How	to	access	NumPy?	
• Need	to	import	it	into	your	python	workspace	or	into	your	script

• >>	import	numpy as	np

>>>	import	numpy as	np
>>> y = np.array([[1.,2.,3.], [4.,5.,6.]]) 
>>> y 
array([[ 1., 2., 3.], 

[ 4., 5., 6.]]) 
>>>  



Why	use	a	NumPy array?

• What	is	it?	
• “multidimensional	array	of	objects	of	all	the	same	type”

• More	compact	for	than	list	(don’t	need	to	store	both	
value	and	type	like	in	a	list)
• Reading/writing	faster	with	NumPy
• Get	a	lot	of	vector	and	matrix	operations	

• Can’t	do	“vectorized”	operations	on	list	(like	element-wise	
addition,	multiplication)

• Can	also	do	the	standard	stuff,	like	indexing,	
comparisons,	logical	operations



Creating	NumPy Arrays
Creating	NumPy array	and	
checking	if	each	element	is	>	
3

Create	NumPy array,	
print	out	array	
dimensions,	and	use	
indexing	tools

Create	2x2	NumPy array	
with	just	zeros



More	Creating	NumPy Arrays

• arange:	like	“range”,	returns	an	ndarray

• Use	reshape	to	define/change	shape	of	array



Operations	with	NumPy Arrays

• Arithmetic	operations	(e.g.	+,	-,	*,	/,	**	)	with	scalars	
and	between	equal-size	arrays	– done	element	by	
element
• A	new	array	is	created	with	the	result

• Universal	functions	(for	example:	sin,	cos,	exp)	also	
operate	elementwise	on	an	array,	new	array	results



Be	careful:	*	vs	dot

• *	is	product	operator,	operates	elementwise	in	
NumPy arrays

A*B	– elementwise	multiplication

.dot	– matrix	product



Other	Useful	NumPy Array	Operations
• Sum,	min,	max:	can	be	used	to	get	values	for	all	
elements	in	array

• Can	use	(axis=#)	to	specify	certain	rows	and	columns

Get	sum	of	all	elements	in	
array,	also	min	and	max	within	
array	

Sum	of	each	column	(axis=0)

Min	of	each	row	(axis	=	1)

Cumulative	sum	along	each	row



Indexing	with	NumPy Arrays
• 1D	arrays	(just	like	lists)

• Multidimensional	arrays:	work	with	
an	index	per	axis

Create	array	using	arange

Pull	out	element	at	position	3

Pull	out	elements	in	positions	
starting	at	3,	before	6

Element	at	row	3,	column	4

Each	row	in	2nd column
Each	row	in	2nd column

Each	column	in	2nd and	3rd row



What	is	pandas?

• Open	source	package	with	user	friendly	data	structures	and	data	
analysis	tools	for	Python
• Built	on	top	of	NumPy,	gives	more	tools

• Very	useful	for	tabular	data	in	columns	(i.e.	spreadsheets),	time	series	
data,	matrix	data,	etc

• Two	main	data	structures:
• Series	(1-dimensional)
• DataFrame (2-dimensional)

• How	to	access:
• Need	to	import	it	into	your	python	workspace	or	into	your	script

>>	import	pandas	as	pd

panel	data:	multidimensional	structured	datasets



Pandas:	Series
• Effectively	a	1-D	NumPy array	with	an	index
• 1D	labeled	array	that	can	hold	any	data	type,	with	
labels	known	as	the	“index”

>>>	s	=	pd.Series(data,	index=index)

data	can	be	an	array,	scalar,	or	a	dict



Pandas:	Series

• Can	using	slicing	to	grab	out	values

• Can	also	use	index	to	grab	out	values



Pandas:	DataFrame
• Most	commonly	used	pandas	object
• DataFrame is	basically	a	table	made	up	of	named	
columns	of	series	
• Think	spreadsheet	or	table	of	some	kind
• Can	take	data	from

• Dict of	1D	arrays,	lists,	dicts,	Series
• 2D	numpy array
• Series
• Another	DataFrame

• Can	also	define	index	(row	labels)	and	columns	(column	
labels)
• Series	can	be	dynamically	added	to	or	removed	from	the	
DataFrame



Creating	DataFrames

• From	dict of	Series	or	dicts:
Have	2	series	(one	and	two)

New	DataFrame (df)	is	union	of	the	2	
Series	indices

Output	includes	row	labels	(index)	
and	column	labels	as	specified	

Note	the	NaN reported	because	of	no	
4th value	in	“one”Using	arrays/lists	is	similar:

If	no	index	is	given,	index	will	be	range(n)	
where	n	is	array	length



Accessing	DataFrame Info

Can	access	specific	rows

Can	access	specific	rows	
and	columns

Grab	specific	column	
from	existing	DataFrame



Accessing	DataFrame Info
Grab	specific	column	
from	existing	DataFrame

Make	a	new	column	through	operations	on	
others

Get	rid	of	columns



Working	with	DataFrames Create	2	
different	
DataFrames

Add	the	dataframes together

Note	elementwise	addition,	with	the	
result	having	the	union	of	row	and	
column	labels,	even	if	you	don’t	have	
values	in	each	position

Lots	of	NumPy elementwise	functions	work	on	
DataFrames,	as	do	operations	like	transpose	
(.T),	.dot



Other	cool	things	to	do	with	DataFrames

Basic	statistics

sorting



Other	cool	things	to	do	with	DataFrames

Grabbing	data	that	meet	a	certain	condition

Filtering	data	to	grab	only	data	
that	contains	certain	values	
using	.isin

Add	a	new	column	at	end	of	dataframe



DataFrames:	groupby

• This	allows	you	to	split	up	data	into	groups	based	
on	some	criteria,	apply	some	function,	and	get	a	
result

Using	“groupby”	to	select	rows	
that	contain	same	value	in	E,	
then	sum	those	values



Plotting	Data	in	Series

Created	a	series	of	1000	
random	numbers,	with	an	
index	of	dates	starting	at	
1/1/2000

Plotted	the	cumulative	sum	
of	those	random	numbers



Plotting	Data	in	DataFrames

Using	.plot()	with	
DataFrames will	
plot	all	of	the	
columns	with	labels



Next	up:

• Lab	today	– working	with	data	structures

• Next	week:	how	to	get	data	into	and	out	of	python	
(I/O	topics)


